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\begin{abstract}
Management of business processes is typically performed on multiple levels, each with different granularity, language constructs, and abstraction. Starting from an initial sketch of the activities to be performed, several refinements are made to entirely specify the business process, its artifacts, and participants. Then, information relevant for process execution can be added to enable efficient automation in the context of a service-oriented architecture (SOA). However, dealing with changes initiated by business or technology is a key difficulty in this approach. If change management is not performed properly then process models become out of sync which results in losing the alignment of business and IT. To address this challenge, we propose a synchronization method based on model element correspondence that considers change management between process models on different abstraction levels. We show how synchronization can be established and changes are propagated using a change queue for synchronization continuity. Finally we present a prototypical implementation of the key concepts.
\end{abstract}
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I. INTRODUCTION

Nowadays, many companies make significant investments in business process improvement [1]. Business processes are available in companies in different levels of detail and on different levels of abstraction, as this is for example required for maturity models like CMMI [1]. The introduced business process models are used for various scenarios, starting from the pure documentation of business processes to automated execution of business processes based on service orchestration through a workflow engine in the context of a service-oriented architecture (SOA) [2].

Due to fast changing market conditions business processes also need to be quickly and flexibly adaptable [3]. In practice, these requirements arise and the corresponding changes are made, but often (or typically) they are not propagated to the process models on other levels of abstraction. Other reasons for unsynchronized process models are on the one hand a different project-driven creation time of partly overlapping process models and on the other hand different creation purposes, like showing one individual aspect of a business process, not cross-checking with other existing process models. Typically there is no alignment phase between the existing higher and lower level models. This problem is known today and as well in the past as the alignment problem [4][5].

As a consequence, there is a strong need for a synchronization mechanism and change management functionality for process models on different levels of abstraction. We introduce model correspondence between process models on different levels of abstraction, which allows propagating changes top-down and bottom-up. Further, we contribute the concept of change queues which are used to guide the user through the synchronization procedure that is based on change operations.

This paper is structured as follows. In Section II we discuss state of the art research on which we build to provide the fundamentals for our approach. Section III introduces a running example. In Section IV, we describe the synchronization concept. In Section V we describe the prototype we implemented to show-case the major concepts of the approach. Finally, in Section VI we give a conclusion and provide an outlook on future work.

II. RELATED WORK

In this section, we discuss work related to this topic. We consider mainly three branches of research: (1) process model alignment, (2) similarity measures and difference identification as well as model-driven development in/for process models, and (3) change patterns in processes.

Given a pair of business process models, the approach described in [6] compares graph-based and lexical alignment techniques. In [7] a business-IT-mapping model is introduced, which defines detailed mapping types to map business process activities to technical process activities. [2] introduces realization types in order to define the relations between business process steps and technical process steps based on services. A similar approach is undertaken in [8] by introducing a “process support layer” to bridge the gap between process models and enacted models. Admitting the ambiguity of automatic lexical alignment [9] enriches business process models with ontology and matches activities. All these approaches have in common that the mapping of elements of different models is either automatically or semi-automatically derived, though using different techniques. We suppose that the models on different abstraction levels differ enough that a fully-automatic mapping is not applicable. However, the algorithms can be used to propose a mapping in order to
guide the user when initializing the mapping, given existing process models on different levels of abstraction.

Regarding similarity measures, the work of [10] derives a process structure tree [11] in order to find and resolve differences in process models. One work introduces a normal form for detecting semantically similar process fragments [12]. Another work which is in search of differences in process models is [13], which uses formal semantics to distinguish eight types of possible differences. Other approaches define measures on process similarity based on abstracted behavior [14] or semantic similarity [15]. In [16] business process models are abstracted into behavioral profiles in order to identify change regions and propagate changes. In the business IT alignment scenario, process models may indeed differ from one abstraction level to another and is not automatically computable. Thus, the importance of model similarity for our work lies in identifying the differences of one and the same process model resulting from change.

Process model change patterns are frequently applied forms of model changes such as adding or moving an activity in a process. In this field of research on process models [17] gives a well-structured overview of change operations in process models. A formal basis has been introduced in [18]. We rely on the change operations as fundamental basis for defining change propagation mechanisms on corresponding process elements.

III. RUNNING EXAMPLE

In this section, we introduce an abbreviated and strongly simplified version of an airline catering process developed in another research project [19] in BPMN 2.0 [20]. On the highest abstraction level, Level 0, the rough version of the process is modeled conceptually (see top part of Figure 1). On the lower abstraction level 1 (see lower part of Figure 1) this process is modeled in more detail. We use the concept of pools in order to show which process belongs to which abstraction level. The thick dashed lines with connectors are not part of BPMN 2.0, but show how the corresponding process elements are mapped across the abstraction levels. The gray elements show the changes which will be applied in the running example.

Figure 1. Running example – An airline catering process which is changed in order to make use of RFID technology

IV. SYNCHRONIZATION CONCEPT

In this section, we introduce the concepts to support change management through process synchronization. An overview of the concept is shown in Figure 2. When a certain change is made in one abstraction level, this change operation is logged in the change queue of this level. This change is propagated to all models which are synchronized with the process on level 0, which means they are subscribed for change information. In the example in Figure 2, we consider top-down propagation only, though the approach also supports bottom-up and middle-out propagation. For synchronization, the user on level 1 needs to reflect the changes made in level 0 in the level 1 process model by adding three activities. The goals of the introduced concept are (1) ensure synchronization of all changes, (2) support of various mapping types of business processes across different levels (1:1, 1:n), (3) support various mapping types across multiple modeling elements on different abstraction levels (1:1, 1:n, n:1), and (4) introduce a synchronization concept for bottom-up and top-down change propagation based on user decisions.

An abstraction level is a well-established concept in business process management practice and research, usually with the goal to bridge the gap between business and IT [21][22]. In our approach, an abstraction level $L$ is a set of

Figure 2. Overview of concept: Changed are logged in a change queue which is used to guide the user in reflecting these changes accordingly
process models, modeled with a level-specific subset of process modeling elements of the used process metamodel. Abstraction levels are numbered in order of detail with \( k = 0 \) as the highest-level process model.

We define a model correspondence mapping between two business process models on neighboring abstraction levels \( k \) and \( k + 1 \) as follows: Given two process graphs \( P_1 \), \( P_2 \) where

\[
P = (A, E, T_A, T_E, t_A, t_E),
\]

\( A \) is the set of activities, 
\( E \subseteq A \times A \) is the set of edges, 
\( T_A \) is the subset of activity types available on the current level (activity types include gateways), 
\( T_E \) is the subset of edge types available on the current level, 
\( t_A : A \to T_A \) maps each activity to an activity type, 
\( t_E : E \to T_E \) maps each edge to an edge type

we define the model correspondence mapping \( Z \) between \( P_1 \) and \( P_2 \) as

\[
Z = (P_1, P_2, R, U),
\]

\( R \subseteq (A_1 \times A_2) \cup (A_2 \times A_1) \) is the set of correspondences between levels 
\( U \subseteq (A_1 \cup A_2), U = \{a \in (A_1 \cup A_2) \mid \forall x \in (A_1 \cup A_2): \exists(a, x) \in R \land \exists(x, a) \in R\} \) is the set of activities for which no correspondences have been defined.

In the running example in Figure 1 at the beginning ignoring the gray parts no activities without correspondence exist, \( U \) is empty, all activities are matched. The set of mappings \( R \) contains for example (“Plan catering”, “Pre-flight commerce”).

The definition above allows for one higher-level model to be associated to one or more lower-level models. It is common to split processes with increasing detail (see Figure 3).

We propose handling change management by the introduction of change queues and an algorithm supporting the propagation of changes (see sketch in Figure 2). Our approach builds on the 14 change operations introduced in [17]. Additionally, we consider two novel change operations split and merge of activities. We distinguish two operation types: simple change operations are addition or deletion of an activity or gateway or edge, whereas complex change operations like moving an activity use a combination of simple change operations. For a subset of exemplary complex change operations the operation and its effect on the model correspondence mapping have been defined in detail:

### Addition of activity \( x \)

User adds activity \( x \) to process graph \( P_k \)

Precondition: \( x \notin A_k \)

Mapping change: \( U := U \cup \{x\} \)

Set of changed activities: \( V = \{x\} \)

Protocol: activity \( x \) has been added

Postcondition: \( x \in A_k \land x \in U \) for all correspondence mappings of \( P_k \)

### Swap activities \( x \) and \( y \)

User swaps two activities \( x \) and \( y \) in process graph \( P_k \)

Precondition: \( x, y \in A_k \land x \neq y \)

Mapping change: none, but lower level activities might have to be swapped as well

Set of changed activities: \( V = \{x, y\} \)

Protocol: activity \( x \) and \( y \) have been swapped

Postcondition: \( x \in A_k \land y \in A_k \)

The three change operations deletion, move and replace have been defined in detailed, but omitted for reasons of space. All change operations performed on a level \( k \) have to be propagated to neighboring levels. To achieve this, we define a change queue \( CQ_k \) for each level \( k \). Each change queue is an ordered list of change operations. Whenever a change operation is performed on a model \( P_k \), it is appended to \( CQ_k \). After changes are performed on one level, they have to be synchronized with the other levels. To achieve this, each change operation in the change queue has to be propagated to all neighboring levels. We introduce the concept of sync queues \( SQ_{k,k+1} \) and \( SQ_{k+1,k} \). A sync queue is the change queue propagated to the neighboring levels.

Additionally it is possible to enhance the change operations with “recommended corresponding operations”. In any case, each element without correspondence (contained in \( U \)) has to be corresponded to an element on the current level, as we want the users to be notified of every change. For such cases, on the lower level one could define an activity and comment it with the measures taken. After correspondence is defined, a change is accepted. When all changes in the sync queue are accepted, the process models on both levels are synchronized.

Thus, we reach a formal definition of synchronization. Two Process Models \( P_1, P_2 \) with a correspondence mapping \( Z \), change queues \( CQ_1, CQ_2 \) and synchronization queues \( SQ_{1,2}, SQ_{2,1} \) are synchronized, if

\[
(3) \quad \forall x \in (A_1 \cup A_2) : \exists(a, x) \in R \lor \exists(x, a) \in R \\
\forall c \in CQ_1 : c \in SQ_{1,2} \lor c \in CQ_2 : c \in SQ_{2,1} \\
\forall c \in SQ_{1,2} \cup SQ_{2,1} : c \text{ is accepted} \\
U = \emptyset.
\]

### V. Prototype

The concept of change management discussed in this paper has been implemented as an extension to Oryx [23], a web-based process modeling framework. We introduced three abstractions levels consisting of subsets of the BPMN 2.0 language constructs. The user establishes relations between process models and activities manually using the alignmentWizard. Based on this information, separately implemented change operations manipulate the process.
model and write to the change queue (Figure 3). At the top, one can see the newly created palette, showing the icons for alignmentWizard, check if all elements are aligned, add operation, delete operation, swap operation, change queue, and synchronizationWizard. The user marks the arrow and clicks “add”. The change operation is stored in the change queue (bottom of Figure 3). The queue is then used to propagate the change to the neighboring level.

Current limitations of the prototype implementation are: (1) Supports only alignment of activities, i.e. no support for gateways or data objects, (2) no automatic alignment procedure as proposed in Section IV.D, and (3) currently, only the subset of change operations shown in Figure 3 is implemented.

VI. CONCLUSION AND OUTLOOK

Managing changes in process models on different abstraction levels is a challenge for which we now proposed a technical solution concept based on model correspondence and change queues for propagating changes. However, managing changes and synchronizing the models is not only a technical issue, but also an organizational one. When changes are made often, the synchronization procedure also has to be performed often in order to limit the amount of changes that have to be considered at a time. Therefore, the applicability of the proposed concept needs to be evaluated in enterprise scenarios. In this work we used BPMN 2.0 on all levels. Although we made use of language sub-setting when we changed a level, we did not perform a synchronization across language boundaries. In principle, our approach can be used for synchronizing graph-based process models using different languages. However, further investigation is required to prove the general applicability of the approach in such scenarios.
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Figure 2. Prototype – Change operation add is performed on abstraction level 0 using a dedicated change operation and synchronization toolbar.