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Synchronization of Adaptive Process Models Using Levels of Abstraction

Monika Weidmann, Falko Koetter, Thomas Renner
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Abstract—Today many companies use several technologies,
modeling languages, and software tools for designing, analyzing,
and executing their business processes. The need for adapting
processes to new requirements, to reuse parts of processes, and
to involve different stakeholders in the process design leads
to process changes on multiple process models of different
granularity and level of abstraction. These changes cause a
need for process models on different abstraction levels to be
synchronized in order to avoid inconsistencies. To bridge the
resulting Business IT gap, we introduce an approach which
supports the creation and adaptation of business processes on
different abstraction levels based on reusable process building
blocks. The advantage of the approach is that changes of the
process can be driven by IT and Business in the same manner,
though on different levels of abstraction. In addition to the
methodology for this approach, we define reusable process
building blocks, describe sychronization mechanisms, and pro-
pose a supporting infrastructure. We show the application of
these concepts in a real world case study.

Keywords-Adaptive Business Processes, Sychronization, Ab-
straction Levels, Business Process Management

I. INTRODUCTION

Many companies have recognized that adaptive cross-
company business process management is important for
their business success [1]. Changing market conditions
and legal requirements force companies to work towards
adaptive business processes [2]. Additionally, the increasing
adoption of business process automation allows providing
interfaces for outsourcing process steps and using electronic
services from all over the world. However, most companies
do not yet execute their business processes in terms of
business process technology, but are in early stages of process
definition, for example in textual form or with non-executable
notations [3] [4]. Most companies see Business Process
Management (BPM) as either a top down methodology for
process management or a systematic approach for process
management [3]. However, the need to involve various
stakeholders in process modeling causes that processes are
modeled on more than one abstraction level. Combined with
changing requirements, this leads to the problem to propagate
changes in process models through various abstraction levels.
As each level provides a different view on the same process,
there is a need for consistency between levels. To satisfy this
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need, process models on different abstraction levels need to
be synchronized.

Though some tools promise support for round trip business
process management!, to the best of our knowledge, state-
of-the-art tools in production do not support synchronization
of template-based adaptive process models on various ab-
straction levels. Additionally, in research a need has been
identified to provide a supporting methodology and model
management as well as reuse [5].

Then again, many new technologies, tools, and methods
already have been developed in research, which support
several aspects. Examples are the introduction of views on
processes [6], which allow to add or remove complexity
to process models, and the adding of variability to process
models resulting in adaptable business processes like in [7].
Additionally standards like BPMN [8] have been developed
with the goal to give a notational basis.

We introduce an approach which supports adaptive busi-
ness process management. We describe our vision of template-
based adaptive business processes, integrating concepts which
have been developed in previous research. We therefore
use process building blocks on various abstraction levels in
order to enable reuse and describe the synchrionization of
process models on different abstraction levels. Additionally,
we outline a methodology describing the involved roles and
how these concepts can be applied, including the needed
tool support. Further on we introduce a use case and show
several aspects of the introduced methodology.

This paper is structured as follows. In Section II the
relevant related work in business process management in
industry as well as in academia is described. In Section III we
describe our vision of synchronization of adaptive business
process models on different abstraction levels, including
a conceptual overview and the description of solution
elements as well as their interrelation. A methodology for
using our concept in creating adaptable multi-level business
processes is given in Section IV. The use case is provided in
Section V. Finally a conclusion and an outlook are provided
in Section VI.
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II. RELATED WORK

In this section we examine related work in the following
categories: business process alignment, views on business
processes, and adaptive business processes.

In the field of the alignment of business processes much
work has been done already. We have seen how business
processes can be aligned using various algorithms (semantic,
syntactic, structural matching) [9], sometimes considering
different abstraction levels. Change propagation has for
example been dealt with in [10]. However, the usage of
process fragments as reusable incomplete parts of a process
model for change propagation across abstraction levels has
not been in the focus. [11] gives an overview of change
patterns of business processes. These patterns generally
specify which changes of a business process are possible.
Examples for such changes are parallelization of activities
or the replacement of process fragments. The concept of
vertical alignment of process models in general has been
reviewed in [12]. The problems of alignment have been stated,
but no change propagation method has been proposed. A
generic method for handling dependencies across different
models has been presented in [13]. The changes to process
models during their complete lifecycle have been studied in
[14]. To summarize the existing approaches, research has
been done on alignment and change propagation in models in
general and partly also on process models in detail. There still
persists the need to define a structured approach for enabling
adaptivity in process models on different abstraction levels,
to describe the synchronization of these levels including a
methodology with different roles and stakeholders, and to
introduce supporting tools.

An important related research topic deals with views on
business processes [6] [15]. In contrast to the work in the
field on alignment of business processes, views can be used
to specify different viewpoints on a single business process
model. Considering one model as the main process, views
can show certain aspects - like aggregation of information
or fading out information. If a change is done in the process
model, the view definition is still valid and therefore the
view of the process model is updated automatically after the
change. The view itself is typically read-only and not used
for changing process models itself.

In the fields of creating flexible, adaptive, or config-
urable business processes various approaches have been
introduced [16] [7] [17] [18]. These approaches allow
modeling processes at design time with certain flexibility,
enabling the creation of several process variants. Additionally,
most approaches allow modeling of dependencies between
design decisions. However, these approaches typically do
not consider abstraction level-based decisions. The synchro-
nization across abstraction levels has not been considered
so far using these dependency concepts. In the field of
reuse of parts of business processes the notion of process

fragments is gaining momentum [19]. However, using these
fragments for adapting processes top down or bottom up
has not yet been discussed. In the field of compliance an
approach for introducing refinement layers and propagation
of compliance requirements through business process layers
has been introduced [20].

The notion of abstraction levels is inherent to the field of
business process design today - they have been mentioned
and introduced in [8] and [21] among others. However, the
problem of change propagation is not addressed here.

To summarize the existing approaches, none of them have
introduced the concept of adaptive business processes on
abstraction levels, considering the synchronization as well as
the reuse of process building blocks. In this paper, we will
extend the approach of Adaptive Business Process Modelling
in the Internet of Services (ABIS) [18] in order to support
these use cases. In the next section, we will describe our
approach for fulfilling these requirements.

III. ABSTRACTION LEVELS FOR ADAPTIVE BUSINESS
PROCESSES

In this section we (1) describe the main concept of our
solution, (2) define the notion of abstraction levels in the
scope of this paper, and (3) propose an infrastructure for
synchronization of process models across different abstraction
levels. In contrast to previous approaches, we do not try to
solve change propagation in business processes in general,
but we use a process template based concept. We describe
reusable process building blocks and their dependencies
across different abstraction levels in order to enable adap-
tation by various stakeholders. Additionally, we introduce
a methodology, showing which stakeholders can use which
methods and models in order to design and change process
models at various abstraction levels, and describe how these
process models are synchronized. We choose BPMN 2.0
as notational basis in this paper, but the approach could be
extended for other notations.

We introduce solution elements according to the conceptual
model shown in Figure 1. It shows the three solution
elements concerning (1) the adaptive process, (2) process
synchronization, and (3) the infrastructure. In the course of
the next sections these concepts are defined and described
in detail.

A. Underlying Concept: Abstraction Level

In context of the conceptual model in Figure 1, the
abstraction level (see top of the figure) is the main concept
introduced in this paper. A business process is defined in
several levels, differing in detail and abstraction. These n
abstraction levels Ly, where k = 0..n — 1 form a hierarchy,
from the most abstract (top) level Ly, to the least abstract
(bottom) level L,, — 1. Depending on the modeling task, n
has to be chosen carefully. According to existing research
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and the state of the art [21] [8], we chose n = 3 in the scope
of this paper:

o General Business Level L, is the level for business
users with basic skills in process design, however not
with focus on technical aspects. Only basic modeling
capabilities without any technical details are available.
This is the most abstract level providing the best
overview for the management.

« Analytical Process Level L is a more detailed descrip-
tion of the process. It includes advanced elements, which
require a deeper understanding of business process
semantics. Here, error handling and advanced event
handling are added.

o Detailed Technical Level L, In contrast to the analyt-
ical level, this level contains technical details like web
service endpoint references, fault handlers, and other
process execution semantics. It is used to define an
executable business process for a workflow engine.

B. Concept 1: Adaptive Process

In Figure 1 the supporting concepts for adaptive processes
are shown in the lower left corner. Depending on the previous
work, process fragments are usually defined as incomplete
processes which cover a reusable part of functionality [19].
In [18] we introduced a notation which allows modeling
process fragments in BPMN through the usage of special
variability elements. These process fragments can then be
inserted into so-called process templates to create process

usedto
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Figure 2. Selected ABIS modeling elements

variants. To achieve this, process templates contain variable
regions. A variable region is a new BPMN element which
serves as a placeholder for a process fragment chosen from
a list of alternatives. We will refer to process fragments and
templates as process building blocks, as they are used to
enable the creation and adaptation of process variants (see
Figure 1). We introduce the notion of process items, which
are either process building blocks or process variants.

For the scope of this paper the concepts of a variable
region, a fragment start link, a fragment end link, and a
variable fragment link are relevant (see Figure 2). Each
process fragment contains one fragment start and fragment
end link, which serve to connect an inserted fragment to the
incoming and outgoing sequence flows of the corresponding
variable region. Process fragments are modeled in BPMN and
can contain variable links, at which additional sequence flows
can be connected to and from the process template during
insertion. Figure 3 shows an example of such an insertion.
The process fragment on the left contains one fragment start
link, one fragment end link, and one additional variable link.
It is inserted in the process template in the middle. The



result is shown on the right. Note that the fragment links are
resolved during insertion.

For the purpose of this paper, we extend the process
template with the notion of a free region - a free region
is a variable region for which no process fragments have
been predefined. Thus, a fragment may be modeled on the
fly during variant creation.

C. Concept 2: Process Synchronization

In addition to the concepts for adaptive processes, the

synchronization of the process models needs to be supported.

Elements for this task are shown in the right of Figure 1. We
introduced a dependency concept in [22]. It is possible to
define dependencies between the choices of variable regions
in order to (1) define in which order they are filled and (2)
to limit the alternatives at a choice depending on previous
choices. For this work, we define that a variable region 1
depends on a variable region 2 if the choice for variable
region 2 has to be made first and affects the alternatives for
variable region 1. We described the dependency concept only
for dependencies in one process model, that means that no
abstraction levels have been considered so far. We call these
dependencies intra-level dependencies in this work.

To support or automate propagation of changes between
abstraction levels to synchronize the process models, some
kind of matching between elements and selected fragments on
different levels has to be introduced. We extend the existing
concept to support inter-level dependencies from one level
to another. Consider a variable region on level Lj, which is
neither the highest nor the lowest level. The choice at this
variable region may depend on other choices on Lj; which
have to be made beforehand, as well as on choices made on
the levels Lg. . r_1. In turn the choice made at this variable
region may influence choices on level Ly41. ,,—1. Therefore,
we introduce additional inter-level dependencies in between
two abstraction levels Ly and Ly, . As the business logic
is defined at the uppermost level and should be unaware
of the implementation details, we only consider top down
dependencies, so decisions on a more abstract level affect
the lower level design decisions and not vice versa. Thus, a

level Ly, is influenced only by the levels Ly...Lg_1 above it.

To reduce modeling complexity and preserve level isolation,
a level Ly can only have inter-level dependencies to the
level Lj_; directly above it. Other dependencies arise due
to transitivity.

Consider a process template on level Lj, which is
connected to the corresponding process templates on the
lower level Ljy;. A template on level L; can influence
multiple templates on Lj;. For example, if on a more
detailed level one process is split into one main process and
several subprocesses, adaptation of the higher level process

influences the main process as well as the subprocesses.

Depending on the process fragment chosen in a variable
region on level Ly, one or several fragments on the lower

level L;11 may be chosen automatically. However, even
when no explicit modelling of bottom up dependencies is
considered, by evaluating top down dependencies these can
also be used to propagate changes bottom up to a higher
level. Consider a different fragment chosen on Lj, which
in turn violates a dependency to Ly_;. If validity is to be
preserved, a different choice has to be made on L;_;. We
consider three types of changes: top down, bottom up, and
middle out:

e Top down: Considering the creation of a business
process, we start from the level Ly and then create
Ly, Lo, .., L,, using the appropriate process template of
each level. Decisions like the choice of process frag-
ments to be inserted in the respective process template,
are propagated top down throughout the process model
using inter-level dependencies. Additionally, comments
can be made on the higher level, specifying in a textual
notation the behavior in complex situations, which are
not supported by the higher level modeling palette.
Therefore, the missing pieces are to be filled in on
the lower level and correlated to the comment they
implement.

o Bottom up: Details are added on a lower level, which
fit to one of three cases: (a) the additions correspond
to a specific comment on the higher level, (b) they
affect the higher level process model, or (c) they do not
affect the higher level process model. In case (a) the
correlated comment needs to be stored in addition to the
diagram information. In case (b) the change needs to be
considered and validated by the responsible person on
the next higher level. If any dependencies are violated
by the low-level-change, an appropriate choice needs
to be made on the next higher level. In case (c) no
propagation is necessary.

e Middle out: Details are changed on a level Lj, where
0 < k < n, in between two levels Ly_1 and Lj4.
This results in a top down as well as in a bottom up
propagation of the affected parts of a process. Bottom
up propagation needs to take place first, as the changes
on the lower level may lead to irreconcilable constraints
on the next higher level, if inter-level dependencies
cannot be satisfied considering the state of the lower
level. If bottom up propagation is successful, top down
propagation can take place, which allows the detailed
specification of the newly added process information.

Note propagation to another level may lead to recursive
propagation from this level onward. For example, a change
on the general business level Ly may result in a change of
the analytical process level L; which in turn necessitates
a change on the detailed technical level Lo. While it is
generally possible to create inconsistent process items, the
process designer needs to ensure that the dependencies in
the process models can be satisfied.
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D. Concept 3: Infrastructure

Here we describe an overview of the resulting solution
infrastructure with the following elements:
o Tool support for modeling and applying changes to
processes
o Process repository for reuse and update of process items
o Tool support for synchronization of process models top
down and bottom up
Tool support For each level Ly a modeling tool palette
M (Ly,) is defined, consisting of a particular subset of BPMN

2.0 elements and the variability modeling elements of ABIS.

For the modeling palette M (Ly,1), the set of elements
M(Ly) is extended with the new characteristic elements
Cry1 : M(Lky1) = M(Ly) U Cqq. Therefore, on each

lower level all elements of the levels above are available.

On the lowest level L,,_; the complete set of BPMN 2.0
elements is recommended to be supported. For creating and
adapting process variants using existing process items, an

additional tool palette is needed. We call this a usage palette.

The definitions of the contents of both tool palettes according
to the type of the user are stored in so-called abstraction
profiles. These match the skill of the user and the right to
adapt and model process items to the according tools.

Process repository In order to create process variants
from process building blocks, these need to be stored and
retrieved accordingly. We consider a process repository to
exist, which stores the process building blocks with additional
information - which abstraction level it belongs to for
example. Additionally some process fragments correspond
to other process fragments on other levels. This information
needs to be stored in the repository infrastructure as well. A
fragment can be positioned on a certain level Ly, if it only
contains elements which are allowed on this level.

Tool support for synchronization Considering inter- and
intra-level dependencies, automated support for propagating
changes or additional process information (like requirements)

needs to be introduced for supporting the process modelers.

In Table I we show an overview of possible propagation
techniques and how these can be used for the top down
and bottom up propagation in the use cases of the design
of a process and the change of a process model. We came
across these solution elements during our case study, where
we considered three different change propagation settings as
described in Section V.

Variable Region)|

Receive Message

®

Send Message

Receive Message
Eocess Variant

Eocess Template

Example for a fragment insertion in ABIS

IV. METHODOLOGY

For enabling round trip adaptive business processes at mul-
tiple abstraction levels, the adaptive parameters of a business
process need to be identified. These can be positioned on
various abstraction levels. It is important to distinct higher
level design decisions from detailed technical decisions in
order to define a role model to separate the responsibilities
for the abstraction levels. We consider six distinct roles, as
we suppose the number of abstraction levels to be three
as described in Section III-A and distinguish two types of
users: experts, who are responsible for modeling process
building blocks on their respective abstraction levels, and
users, who create and adapt process variants based on these
building blocks. The experts are supported by the modeling
tool palette, the business users by the usage tool palette (see
Section III-D). This results in a total of six roles: business
expert, business user, process expert, process user, execution
expert, and execution user.

We consider seven distinct settings. First, we consider the
propagation direction of changes: (a) top down, (b) bottom up,
and (c) middle out. Additionally, the following use cases are
considered: (1) building block creation, (2) variant creation,
and (3) variant change.

Top down process building block creation: No process
templates exist on any level. A business expert designs
adaptive processes creating new process templates and
fragments to fill them. On the next lower level, the same
template then can be used and extended by the process expert
- for example by searching connected fragments on lower
abstraction levels, or by explicitly adding or modeling details.

Top down process variant creation: A set of process
building blocks for each level exists. A business user
creates a process variant using the process building blocks
on the highest level, specifying additional requirements
by comments. On the next lower level, the appropriate
process building blocks are used by the process user. Some
choices can be made automatically by evaluating inter-level
dependencies. Other choices have to be done manually, either
by selecting fragments or by modeling custom elements in
a free region, which are then correlated to the additional
requirements they satisfy. Likewise, the execution user creates
a variant of the template on the lowest level.

Top down process variant change: A business user
makes a change on the general business level, either by



Table T
FORMS OF CHANGE PROPAGATION

Support through

H Top down propagation

Bottom up propagation

Middle out propagation

Automatic propagation through de-
pendencies

Applicable (possible inconsisten-
cies during change)

Applicable (for top down part,
which is done last)

Semi-automatic propagation (rec-
ommendation) of process fragments

Applicable using dependency con-
cept; possibility of inconsistencies
causes need of notification mecha-
nisms

Applicable through extension of
dependency concept (going back-
wards)

Applicable: first bottom up, then
top down

Highlighting of propagated changes
in the process model for visualiza-
tion and sign off

Applicable; combine with auto-
matic propagation

Applicable; combine with auto-
matic propagation

Applicable; combine with auto-
matic propagation

Visualization through superimpos-
ing possible process fragments on
mouse over

Applicable; combine with (semi-)
automatic propagation

Eventually applicable (backtracking
in the dependency concept to allow
bottom up propagation)

Applicable (see top down and bot-
tom up propagation)

Matching of process elements to
comments on a higher level

Applicable; show corresponding
comments describing requirements

Applicable; Combine with propaga-
tion and visualization

Applicable (see top down and bot-
tom up description)

during design on lower level

Sign off process for implemented -
requirements

Applicable Applicable

choosing different fragments or by changing a comment. This
change needs to be propagated to the lower levels by the
respective designers using inter-level dependencies, as well
as choosing fragments manually or by modeling elements in
a free region. If new elements are modeled this way, they
need to be correlated to the requirement on the upper level.

Bottom up process building block creation: An exe-
cutable process already exists, albeit it is neither adaptable
nor specified on multiple levels. An execution expert takes
this process and replaces the parts which shall be variable
by variable regions, modeling the extracted parts as process
fragments. Alternatively, automatic pattern recognition may
be used to find existing fragments which are contained in
the initial process. Then, additional fragments are defined
which enable the creation of differing variants, thus achieving
adaptability of the initial process. The resulting process
template is then signed off by the process expert, which then
adapts the process building blocks for the higher level. After
each successive level is created, top down propagation needs
to take place so the lower levels satisfy the requirements of
the upper levels. Inter-level dependencies need to be added
after the next higher levels have been created.

Bottom up process variant creation: A series of process
building blocks for each level exist, and a variant shall be
created by starting at the lower level. This approach disregards
the advantages of the abstraction concept and therefore it is
not considered here.

Bottom up process variant change: An execution user
makes a change on the detailed technical level. If this change
does not affect the higher levels, no propagation is necessary.
If the change affects the higher level, it has to be signed
off by the process user. If the change passes, it needs to
be propagated bottom up. To achieve this, new fragments
have to be chosen either manually or by suggestion using

inter-level dependencies. Newly modeled elements need to
be matched to new or existing elements and/or comments.
To assist the user with this task, process building blocks
may be superimposed to show the location of lower level
changes within the context of the upper level template. The
resulting process variant on this level needs to be signed
off and propagated as well. If signing off is denied on any
level, all changes on lower levels need to be reverted. Finally,
if a change is implemented at the highest level, top down
propagation needs to take place in case changes on the higher
level in turn affect the lower levels.

Middle out process building block and variant cre-
ation: These two use cases can be handled as a combination
of top down and bottom up approaches, as described above.

Middle out process variant change: A process designer
performs a change on the analytical process level. If this
change does not affect the higher level, top down propagation
can be performed as described. If it affects the higher level,
middle out propagation has to take place. First, bottom up
propagation is performed as described. Then, if the change
is signed off at the top level, top down propagation follows.

V. CASE STUDY

In this section we introduce a real world case study we
came across in our work in the openXchange project’. We
will first describe the basic setting with all levels and process
building blocks, before we show how changes are propagated
and the process models are synchronized.

A. Basic Setting

We consider a process of active claims management in
the insurance industry. We call the claimant or injured party
customer. After an event of damage has happened, it is

2www.openxchange-project.de



possible for the insurance to replace or repair the broken
commodity instead of paying money or bills for the customer.
Figure 4 shows the process building blocks of this example for
the abstraction level L, consisting of one process template
and five process fragments. Depending on the contract it
might be necessary for the insurance to get the consent
of the customer - either for each action to be taken (see
fragment 0B), or for all actions at once (see fragment 0C'),
or not at all (see fragment 0A). The action of assignment
can be done either by placement of the assignment in a
pool (see fragment 0D), where possible appointees can sign
up for assignments, or by directly searching for a matching
appointee (see fragment OF). In the real world use case other
constellations are also possible, but for reasons of space we
consider only the setting described above.

As already shown in Figure 2 the ABIS modeling elements
are used. Most important are the triangles, which show where
a process fragment will be connected to the corresponding
process template. The white and black triangle show the
connection of the incoming and outgoing edges in the variable
region, whereas the semi-filled triangle is a variable link,
which allows additional incoming and outgoing sequence
flows. It is variable in order to ensure higher reusability in
various process templates.

On level L; the use case is refined, showing not only the
basic steps, but more details about the error handling and the
course of events (see Figure 5). Note that additional BPMN
elements are used, for example the event-based gateway. The
process is now modeled using the loop construct of BPMN,
also considering the possibility of a time out. The example
contains five variable regions and five process fragments on
this level. We do not consider the level Lo for reasons of
space.

An overview of the process building blocks and their
interconnection is shown in Figure 6. The process template
on level Ly on the top of the picture contains two variable
regions. For variable region 01 the corresponding alternatives
are process fragments 0A, 0B, and 0C, for variable region
02 process fragments 0D and OF can be used. On the lower
half of the figure one can see the process template on level
L, with a total of five variable regions, one of which is
a free region - that means for this region no predefined
alternatives (process fragments) exist and it needs to be
modeled separately.

Within level Lg no intra-level dependencies exist. However,
a total of four inter-level dependencies have been defined.
The choices at variable regions 11 and 12 depend on the
choice in variable region 01, whereas the choices in variable
regions 13 and 14 depend on the choice of variable region
02. On L4, one can also see that two intra-level dependencies
are defined - variable region 12 depends on 11, whereas 14
depends on 13.

B. Configuration

We consider the following configuration on Ly, where the
consent from the customer is handled up front and a pool
is used: VR(01) = 0B,V R(02) = 0D. Additionally, the
business user decides to add a comment to V R(02), which
describes that in case of an overdue activity there needs
to be checked manually what happened to the assignment.
See the complete process variant on Lg in Figure 7. On
L this configuration leads automatically via propagation to
VR(11) = 1A, VR(12) = 1B,VR(13) = 1D,VR(14) =
1C' (see Figure 8). Note that the fragment 1E in Figure 5
is modeled on the fly during variant creation by the process
user and already applied in Figure 8.

C. Change 1: Top Down Propagation

We consider top down propagation by automatic propa-
gation first. For example, on the business level it is decided
that the customer is not asked for his consent, because due
to a change in the contracts this is not necessary anymore.
Therefore the choice of variable region 01 is changed from
fragment 0B to fragment 0A, causing in variable region
11 and in variable region 12 that fragment 1B has to be
used, which means no consent from the customer is needed
on L; as well. Changes on a higher level are propagated
through inter-level dependencies to the next lower level - if
intra-level dependencies are violated, more changes need to
be performed at that level. In Figure 6 the dependencies are
shown. It is also possible to model that several higher-level
decisions and several same-level decisions combined affect
a lower-level decision. This accounts for variable region 12 -
it depends on the choice in variable region 01 as well as the
choice in variable region 11.

A different case is the change of higher-level requirements
through manual edits. If for example an error management
requirement is described in a comment on Ly at the inserted
fragment for variable region 02 Perform actions, it is then
considered as a requirement for the free region 15. Changes
in this requirement are then propagated down and need to be
visualized at L. The edit on L; to fulfill such a requirement
needs to be propagated back bottom up in order to ensure the
edit has reached its goal. In our example, the new process
fragment 1F is created to be inserted in free region 15. This
can be done directly within L1 during the binding process,
but the process fragment is stored in a reusable way in a
process repository anyways (see Section III-D).

D. Change 2: Bottom Up Propagation

On the other hand, if for example a change is proposed for
variable region 11 at L, this change needs to be propagated
backward through the inter-level dependencies and signed
off at Ly. If not, the change cannot be committed. In our
example it might be that on the lower level the process
user makes a proposal for the improvement of a process by
not asking the consumer for consent for each assignment,
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therefore not using fragment 1A at V' R11, but rather using
fragment 1B at VR11 and 1A at V R12. Therefore at V R01
of the higher level L, the corresponding fragment 05 needs
to be replaced with fragment 0C', which might be proposed
automatically by going backwards through the dependencies
and highlighting the change at the higher level. Only after
sign off at Ly the change is finalized.

In case of the free region 15, the process model to fulfill
the requirement needs to be signed off at the higher level
as well. This could be for example done by showing the
process fragment and communicating a description of how
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assignment to
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cancelling any
actions is
necessary

' no
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Cancel
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Use case showing process templates and fragments for abstraction level L1

the requirement has been fulfilled. This could be approved
by a simple confirmation dialog.

In the case of a middle out change on L, it needs to be
propagated not only to Lg, but also to Lo (not shown in the
example). However, middle out propagation is handled by
using mechanisms of bottom up propagation first, before the
top down mechanisms are applied. The reason for this is
that the decisions on the higher levels have usually a higher
significance than the ones on the lower levels. If the change
is not approved at the higher level, the top down propagation
is not performed at all.
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VI. FUTURE WORK AND CONCLUSION

In future work we will develop a prototype which extends
the currently available concepts of ABIS and apply them
to the use case. Further on we will refine the methodology
to add more details to the steps in order to enable adaptive
business process modeling. We will consider extending the
approach in order to combine it with monitoring features
and automatically steer the adaptation of processes. Finally
we will also consider change propagation in general process
models and eventually combine it with the ABIS approach.

In this paper we have introduced abstraction levels.
Abstraction levels allow the definition of adaptive process
models in different granularity. The adaptivity is ensured
by using process fragments in process templates. Changes
of process fragments are propagated through the abstraction
levels. This allows synchronization of process models on
different levels of abstraction. The advantage is that though
process models can be standardized, they can still be adapted
starting at multiple abstraction levels.
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